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INTRODUCTION

This tutorial guides you through the process of using Xilinx Embedded Development Kit
(EDK) software tools, in which this tutorial will use the Xilinx Platform Studio (XPS) tool to create
a simple processor system and the process of adding a custom OPB peripheral (an 32-bit adder
circuit) to that processor system by using the Import Peripheral Wizard.

OBJECTIVES

After completing this tutorial, you will be able to:

Create an XPS Project by using Base System Builder (BSB)

Create a simple hardware design by using Xilinx IPs available in the Embedded Design Kit
Add a custom IP to your design

Modify a Xilinx generated software application to access an IP peripheral

Implement the design

Generate and Download the bit file to verify in hardware

In order to download the completed processor system, you must have the following hardware:
e Xilinx Spartan-3 Evaluation Board (35200 FT256 —4)

e Xilinx Parallel -4 Cable used to program and debug the device

o Serial Cable

PROCEDURE

The purpose of the tutorial is to walk you through a complete hardware and software
processor system design. In this tutorial, you will use the BSB of the XPS system to automatically
create a processor system and then add a custom OPB peripheral (adder circuit) to that processor
system which will consist of the following items:

e MicroBlaze Processor
e Local Memory Bus (LMB) Bus
e LMB BRAM controllers for BRAM
e BRAM BLOCK (On-chip memory)
e  On-chip Peripheral Bus (OPB) BUS
e Debug Module (OPB_MDM)
e UART (OPB_UARTLITE)
e 2 - General Purpose Input/Output pheriphals (OPB_GPIOs)
e Push Buttons
e Dip Switches
e Custom peripheral (32-bit adder circuit)
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BACKGROUND

First, before designing the embedded processor system, some background information needs
to be provided to inform you about the processor to be used and some items about the Xilinx
Embedded Development Kit (EDK) software tools. The microprocessors available for use in Xilinx
Field Programmable Gate Arrays (FPGAs) with Xilinx EDK software tools can be broken down into
two broad categories. There are soft-core microprocessors (MicroBlaze) and the hard-core
embedded microprocessor (PowerPC). This tutorial will only focus on the soft-core MicroBlaze
microprocessor, which can be used in most of the Spartan-I1, Spartan-3 and Virtex FPGA families.
The hard-core embedded microprocessor mentioned is an IBM PowerPC 405 processor, which is
only available in the Virtex-I1l1 Pro and Virtex-4 FX FPGA’s. You don't have to use the PowerPC
405 processors but you also can't remove them from the Virtex-11 Pro and Virtex-4 FX FPGA’s
because they are in the fabric of the chip. This section will now go into more details about the
MicroBlaze microprocessor and Xilinx Embedded Development Kit (EDK) software tools.

The MicroBlaze is a virtual microprocessor that is built by combining blocks of code called
cores inside a Xilinx Field Programmable Gate Array (FPGA). The beauty to this approach is that
you only end up with as much microprocessor as you need. You can also tailor the project to your
specific needs (i.e.: Flash, UART, General Purpose Input/Output pheriphals and etc.).

The MicroBlaze processor is a 32-bit Harvard Reduced Instruction Set Computer (RISC)
architecture optimized for implementation in Xilinx FPGAs with separate 32-bit instruction and data
buses running at full speed to execute programs and access data from both on-chip and external
memory at the same time. The backbone of the architecture is a single-issue, 3-stage pipeline with
32 general-purpose registers (does not have any address registers like the Motorola 68000
Processor), an Arithmetic Logic Unit (ALU), a shift unit, and two levels of interrupt. This basic
design can then be configured with more advanced features to tailor to the exact needs of the target
embedded application such as: barrel shifter, divider, multiplier, single precision floating-point unit
(FPU), instruction and data caches, exception handling, debug logic, Fast Simplex Link (FSL)
interfaces and others. This flexibility allows the user to balance the required performance of the
target application against the logic area cost of the soft processor. Figure 1 shows a view of a
MicroBlaze system. The items in white are the backbone of the MicroBlaze architecture while the
items shaded gray are optional features available depending on the exact needs of the target
embedded application. Because MicroBlaze is a soft-core microprocessor, any optional features not
used will not be implemented and will not take up any of the FPGAS resources.

The MicroBlaze pipeline is a parallel pipeline, divided into three stages: Fetch, Decode, and
Execute. In general, each stage takes one clock cycle to complete. Consequently, it takes three
clock cycles (ignoring delays or stalls) for the instruction to complete. Each stage is active on each
clock cycle so three instructions can be executed simultaneously, one at each of the three pipeline
stages. MicroBlaze implements an Instruction Prefetch Buffer that reduces the impact of multi-cycle
instruction memory latency. While the pipeline is stalled by a multi-cycle instruction in the
execution stage the Instruction Prefetch Buffer continues to load sequential instructions. Once the
pipeline resumes execution the fetch stage can load new instructions directly from the Instruction
Prefetch Buffer rather than having to wait for the instruction memory access to complete. The
Instruction Prefetch Buffer is part of the backbone of the MicroBlaze architecture and is not the
same thing as the optional instruction cache.
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Figure 1-1. A view of a MicroBlaze system

The MicroBlaze core is organized as a Harvard architecture with separate bus interface units
for data accesses and instruction accesses. MicroBlaze does not separate between data accesses to
I/0 and memory (i.e. it uses memory mapped 1/0). The processor has up to three interfaces for
memory accesses: Local Memory Bus (LMB), IBM’s On-chip Peripheral Bus (OPB), and Xilinx
CacheLink (XCL). The LMB provides single-cycle access to on-chip dual-port block RAM
(BRAM). The OPB interface provides a connection to both on-chip and off-chip peripherals and
memory. The CacheLink interface is intended for use with specialized external memory controllers.
MicroBlaze also supports up to 8 Fast Simplex Link (FSL) ports, each with one master and one slave
FSL interface. The FSL is a simple, yet powerful, point-to-point interface that connects user-
developed custom hardware accelerators (co-processors) to the MicroBlaze processor pipeline to
accelerate time-critical algorithms.

All MicroBlaze instructions are 32 bits wide and are defined as either Type A or Type B.
Type A instructions have up to two source register operands and one destination register operand.
Type B instructions have one source register and a 16-bit immediate operand. Type B instructions
have a single destination register operand. Instructions are provided in the following functional
categories: arithmetic, logical, branch, load/store, and special. MicroBlaze is a load/store type of
processor meaning that it can only load/store data from/to memory. It cannot do any operations on
data in memory directly; instead the data in memory must be brought inside the MicroBlaze
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processor and placed into the general-purpose registers to do any operations. Both instruction and
data interfaces of MicroBlaze are 32 bit wide and uses Big-Endian, bit-reversed format to represent
data (Order of Bits: Bit 0 Bit 1 ..... Bit 30 Bit 31 with Bit 0 the MSB and Bit 31 the LSB).
MicroBlaze supports word (32 bits), half-word (16 bits), and byte accesses to data memory. Data
accesses must be aligned (i.e. word accesses must be on word boundaries, half-word on half-word
boundaries), unless the processor is configured to support unaligned exceptions. All instruction
accesses must be word aligned.

The stack convention used in MicroBlaze starts from a higher memory location and grows
downward to lower memory locations when items are pushed onto a stack with a function call.
Items are popped off the stack the reverse order they were put on; item at the lowest memory
location of the stack goes first and etc.

The MicroBlaze processor also has special purpose registers such as: Program Counter (PC)
can read it but cannot write to it, Machine Status Register (MSR) to indicate the status of the
processor such as indicating arithmetic carry, divide by zero error, a Fast Simplex Link (FSL) error
and enabling/disabling interrupts to name a few. An Exception Address Register (EAR) that stores
the full load/store address that caused the exception. An Exception Status register (ESR) that
indicates what kind of exception occurred. A Floating Point Status Register (FSR) to indicate things
such as invalid operation, divide by zero error, overflow, underflow and denormalized operand error
of a floating point operation.

MicroBlaze also supports reset, interrupt, user exception, break and hardware exceptions.
For interrupts, MicroBlaze supports only one external interrupt source (connecting to the Interrupt
input port). If multiple interrupts are needed, an interrupt controller must be used to handle multiple
interrupt requests to MicroBlaze. An interrupt controller is available for use with the Xilinx
Embedded Development Kit (EDK) software tools. The processor will only react to interrupts if the
Interrupt Enable (IE) bit in the Machine Status Register (MSR) is set to 1. On an interrupt the
instruction in the execution stage will complete, while the instruction in the decode stage is replaced
by a branch to the interrupt vector (address 0x10). The interrupt return address (the PC associated
with the instruction in the decode stage at the time of the interrupt) is automatically loaded into
general-purpose register R14. In addition, the processor also disables future interrupts by clearing
the IE bit in the MSR. The IE bit is automatically set again when executing the RTID instruction.

Writing software to control the MicroBlaze processor must be done in C/C++ language.
Using C/C++ is the preferred method by most people and is the format that the Xilinx Embedded
Development Kit (EDK) software tools expect. The EDK tools have built in C/C++ compilers to
generate the necessary machine code for the MicroBlaze processor.

The MicroBlaze processor is useless by itself without some type of peripheral devices to
connect to and EDK comes with a large number of commonly used peripherals. Many different
kinds of systems can be created with these peripherals, but it is likely that you may have to create
your own custom peripheral to implement functionality not available in the EDK peripheral libraries
and use it in your processor system.

To maximize the automation that EDK tools provide with you, when creating your own
custom peripheral you must take into account the following considerations:
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The processor system by EDK is connected by On-chip Peripheral Bus (OPB) and/or
Processor Local Bus (PLB), so your custom peripheral must be OPB or PLB compliant (see
note). Meaning the top-level module of your custom peripheral must contain a set of bus
ports that is compliant to OPB or PLB protocol, so that it can be attached to the system OPB

or PLB bus. See figure 1-2.

On-Chip Peripheral Bus

i
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User Pernipheral

Figure 1-2. OPB bus protocol example used in a MicroBlaze system

Note: You may also create peripherals attached other bus interfaces that Xilinx supports as
well, such as FSL bus interface. They are not covered in this guide.

EDK uses Intellectual-Property Interface (IPIF) library to implement common functionality
among various processor peripherals. It is verified, optimized and highly parameterizeable. It also
gives you a set of simplified bus protocol called IP Interconnect (IP1C), which is much easier to use
rather than operate on OPB or PLB bus protocol directly. Using the IPIF module with
parameterization that suits your needs will greatly reduce your design and test effort because you
don’t have to re-invent the wheel. See figure 1-3. This is done in EDK with a wizard that walks you

through the entire process.
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Figure 1-3. Using IPIF module in your peripheral
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Considering all the above, you should use the following design flow when creating custom
peripherals in EDK:

e Determine Interface: Identify the bus interface (OPB or PLB) your custom peripheral should
implement, so that it can be attached to that bus in your processor system.

e Implement and Verify Functionality: Implement your custom functionality, reuse the common
functionality already available from EDK peripheral libraries as much as possible, and verify
your peripheral as a stand-alone core.

e Import to EDK: Copy your peripheral to an EDK recognizable directory structure and create the
PSF interface files (.mpd/.pao) so that other EDK tools can access your peripheral.

e Add to System: Add your peripheral to the processor system in EDK.

This background section gave only a very small introduction about some things to know
about MicroBlaze and EDK for this tutorial. For even more information about MicroBlaze or EDK,
please refer to the MicroBlaze Reference Guide at http://www.xilinx.com/ise/embedded/mb_ref guide.pdf
and the EDK Reference Documents at http://www.xilinx.com/ise/embedded/edk_docs.htm.
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CREATING THE PROJECT IN XPS

The first step in this tutorial is using the Xilinx Platform Studio (XPS) of the EDK software tools to
create a project file. XPS allows you to control the hardware and software development of the
MicroBlaze system, and includes the following:

e An editor and a project management interface for creating and editing source code

e Software tool flow configuration options

You can use XPS to create the following files:
e Project Navigator project file that allows you to control the hardware implementation flow
e Microprocessor Hardware Specification (MHS) file
e The MHS file is a textual schematic of the embedded system used by the tools
e Microprocessor Software Specification (MSS) file
e The MSS file describes all the drivers (software) for all components in the system
e XPS supports the software tool flows associated with these software specifications.
Additionally, you can use XPS to customize software libraries, drivers, and interrupt
handlers, and to compile your programs.
Note: For more information on the MHS file, refer to the “Microprocessor Hardware Specification (MHS)” chapter

in the Embedded System Tools Guide and for more information on the MSS file, refer to the “Microprocessor
Software Specification (MSS)” chapter in the Embedded System Tools Guide.

STARTING XPS:

1. To open XPS, select the following:
Start - Programs — Xilinx Platform Studio 7.1i — Xilinx Platform Studio

2. If Figure 2-1 appears, select Base System Builder Wizard (BSB) and Click Ok to open the Create
New Project Using BSB Wizard dialog box shown in Figure 2-3.

Xilinx Platform Studio

Creaks a mew KPS projeck using

(% Base Syskern Bulder Wizard @

The Bzce Syskem
Builder Wizardis the

~ . % quickesk and easisst
J Blank PS5 Project way bo build & system

Recent Projecks
(" Dpen & Recent Project

@ |Eru:wse for mare Projects. .. ﬂ

[ Do nok chow this dialog 20an Ok | Carcel |

Figure 2-1. Xilinx Platform Studio Dialog
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If Figure 2-1 does not appear, then from the XPS main menu, Click File — New Project — Base
System Builder ... which is shown in Figure 2-2 to open the Create New Project Using BSB Wizard
dialog box shown in Figure 2-3.

ps. Xilinx Platform Studio
FIEN Edit  Wiew Help

Mew Project Base System Builder. ..

Cpen Praoject Platfarm Studia. ..

Recent Projects  » F

Exxit -~

1 I

Figure 2-2. New Base System Builder Based Pr'oject Creation using XPS main menu

This will open the Create New Project Using Base System Builder Wizard dialog.

Create New Project Using Base System Builder Wizard E‘g|
e Project

The project file will be created inthe current directory if & path is not specified.

Project File |C:\eceEEl?\test‘\system.xmp

Feripheral Repositary Directory (Advanced Option)

[ User Peripheral Repository search path for P, driver and librany files.
Can be a semicolon separated list of directories.

|

OK. ‘ Cancel ‘

Figure 2-3. Create New Project Using Base System Builder Wizard Dialog
Use the Project File Browse button to browse to the folder you want as your project directory and
Click Open when done. Keep the Peripheral Repository Directory check box unchecked and Click
Ok to create the system.xmp file. It may take a while (up to 1-2 minutes sometimes) for Base
System Builder wizard to load and get started.

Note: XPS does not support directory or project names that include spaces.

3. In the Base System Builder - Welcome screen, select I would like to create a new design and
click Next to get the Base System Builder - Select Board dialog box.

This tutorial uses the Digilent Spartan-3 board, which is supported in Base System Builder.

Verify that | would like to create a system for the following development board option is selected
and select the following options:

Select Board Vender: Xilinx

Embedded Computing and Signal Processing Laboratory — Illinois Institute of Technology 9
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Select Board Name: Spartan-3 Starter Board
Select Board Revision: E

Click Next and the Select Processor dialog will be displayed (Figure 2-5)

Hase System Builder - Seleci Board E|

Selact o tangat devebpment boarc

@ Do Tka b crasha a ssterm for e follosing developman board
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Wardar's wiabsie Caortact Irfg
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7 Do Tk o creabz a weben far a cugom baard

Boerd Desenpion

Spartan3 Staner B Board uliizes $ine Sparan 3 =035 2004FT2E6 device,
The baard neludes 1 AS252 s=nal porl, 2 256815 Fagk SRAM, B DIP salches, 4
push buthanz, four digal 7 segmank LED:. 8 LED:. 1 WGA part 1 P542 poit.
Fush butlen 11z imed a5 syst=m r=set. 2 SHAR s a1e combined bo bam a 52 b
databus.

Mo I < Beck I [T i | Caresl |

Figure 2-4. Base System Builder - Select Board Dialog
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In the Base System Builder — Select Processor panel (as shown in figure 2-5):
MicroBlaze is the only processor option available for use on the Spartan3 Started Board, so click

Next.

Base System Builder - Select Processor

Thir board vou sabactad has tha folowing FPRAS desics:

Archieckune: Oevice Sge Fackage: Sp=edorade:

= | 0 =3
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~
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b i deevice,
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Tha MicroBilzzelTH) 32-bic soft procesgor @ a AISC-besed engine with 2
32 iegister by 32 bt LUT Aai-bazed Aegher Fie, with reparae
ineticlions ol data and memaly acoesa. |1 swupooits both arechip
ElackHAM andfar extemal memon. &1 paiph=ial: = mpemani=d on
the FPGA [4iic and opsiate olf the orechip pedpheral bus [JPE ).

Mo Info

¢ Back MNed » hl
v

Lanc=| |

Figure 2-5. Base System Builder — Select Processor Dialog
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The Base System Builder — Configure Processor dialog will be displayed. Select settings to
match the following:
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Processor Clock Frequency: 50 MHz
Processor Bus Clock Frequency: 50 MHz
Debug Interface: On-chip H/W debug module
Local Data and Instruction Memory: 16 KB

Cache Enabled: unchecked

OF TECHNOLOGY

Base System Builder - Configure Processor @

1 0
MicroSlaze
Syst=m Wide Selbngs
Piaterarce Clock Pracasor-Bis
Frequenoy: Cleck Frequency
SI00MHz (5000 =] MKz
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Db IFF
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™ HeoDshwg

Lozel O zks and
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77 sz BRAM]
1BEE =

" Erabls OFE Cache:

© Back | Kexin & Carcel |

Figure 2-6. Base System Builder — Configure Processor Dialog

The following is an explanation of the settings specified in Figure 2-6:
System Wide Setting:
Processor Clock Frequency: This is the frequency of the clock driving the processor system.
Processor Configuration:

Debug I/F:

XMD with S/W Debug stub: Selecting this mode of debugging interface introduces a
software intrusive debugging. There is a 1200-byte stub that is located at 0x00000000. This
stub communicates with the debugger on the host through the JTAG interface of the OPB

MDM module.

On-Chip H/W Debug module: When the H/W debug module is selected; an OPB MDM
module is included in the hardware system. This introduces hardware intrusive debugging
with no software stub required. This is the recommended way of debugging for MicroBlaze

system.

No Debug: No debug is turned on.
Users can also specify the size of the local instruction and data memory (BRAM).
You can also specify the use of a cache.
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6. Click Next and the Base System Builder — Configure 10 Interfaces dialog will be displayed.
Uncheck the LED_Bit and LED_7SEGMENTDboxes, leaving the remaining devices with the
default settings

Note: Depending on your screen resolution settings, the Base System Builder — Configure 10
Interfaces dialog may show more or less devices in the initial screen than the one shown below.

Base System Builder - Configure IO Interfaces W‘
The following external memory and 10 interfaces were found on your target board.
Xilinx Spartan-3 Starter Board Revision E
Please selectthe |0 interfaces or ports which you would like to use
10 Devices
Ll (=R Data Sheet
Peripheral: |OPB UARTLITE -
Baudrate (Bits per |ggqq -
seconds)
Data Bits 7 =
Parity. MNONE -
[ Use Interrupt
[~ [ED: i
[~ LED_7SEGMENT
5 .
[v Push_Buttons_3Bit Ee—
Feripheral: |OFE GFIO hd
[ Use Interrupt
v DIP_Switchas_8Bit Data Sheet
Feripheral: |OFB GPIO -
[~ Use Interrupt
More Info < Back Next > Cancel |

Figure 2-7. Base System Builder — Configure 10 Interfaces Dialog
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7. Uncheck the SRAM_256Kx32 box in the Base System Builder — Configure Additional 10

Interfaces dialog screen (Figure 2-8) and click the Next button and the Base System Builder —
Add Internal Peripherals dialog will appear (Figure 2-9).

Base System Builder - Configure Additional IO Interfaces

The following |10 interfaces were found on wour target board:
*ilinx Spartan-3 Starter Board Rewvision E

Flease selectthe 10 interfaces or ports which yaou would like to use:

10 Devices

I—%SRAM_EEBK):BZ

| [ e |

Figure 2-8. Base System Builder — Configure Additional 10 Interfaces Dialog

8. Click the Next button in the Base System Builder — Add Internal Peripherals dialog screen

(Figure 2-9) and the Base System Builder — Software Setup dialog box (Figure 2-10) will
appear

Base System Builder, - Add Internal Peripherals §|

Add other peripherals that do not interact with off-chip componentz. Use the “Add
Peripheral button to zelect from the list of available peripheralz.

If wou do nat wigh to add any non-lI0 peripheralz, click the "Mest' buttan,

&dd Peripheral...

Peripheralz

Figure 2-9. Base System Builder — Add Internal Peripherals Dialog
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9. Click the Next button in the Base System Builder — Software Setup dialog screen (Figure 2-10)

and the Base System Builder — Configure Memory Test Application (Figure 2-10) dialog box
will appear

A E Hase Sysiem Builder - Configure Memary Test Application

Dievices touse a3 Standard Input and Standsrd Output Ths winple Memory Test applcaion wil ikedrste sywbem slveness and pefom

& basic ieadhuiie ket bo wour memoip devces.

5TOIH [Rez2 -|
sT0OUT  [REZ3: =] MemonyTest
Sale e memcry devicas which kA beused o hold the fokng
progian sechons
Sanple Sppicslion Selechon \nehuctinna 'l
St the pampls © applcaton that wousvaodd e o have gereralad
Esch spplication wil inchade = ke soiph DOt [ drb_e=ie =
W Memom Test SlagkHeam |drrt|_wﬂ' j
INuslishs myckem aliveremss snd peform & besmc resdds bed o
each MEMOI R oL sydham
WO ING
1wou ke placed tha Inahiuchon o Dl sacion of this progiam n @
f . enlemal memony, v mu ves 2 debugger, boollaeder, or ALE lie o
Lll:lu;anlg na z8llsz pade ayzlebls e (he peisteret inyow i e eyt

Maie Infa < Back Corcel | Mo lric | cBack Cacal

Figure 2-10. Base System Builder — Software Setup and
Configure Memory Test Application Dialog Screens

By accepting all the defaults in the software setup and configuration panels, we will let BSB to
generate a memory test application main program (including link script) for you. Later, you will edit
this main program to operate on your custom peripheral via a software driver.
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Base System Builder - System Created

Below is a summary of the system you have created. Please review the information below. ffitis
carrect, hit <Generate> to enter the information into the XPS data base and generate the system
files. Otherwise return to the previous page to make corrections.
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10. Click the Next button and the Base System Builder — System Created dialog (figure 2-11) will
appear showing a summary of the system being created. Click the Generate button and the A
Base System Builder — Finished screen will appear congratulating you on that Base System
Builder successful generated your embedded system, which indicates the files the BSB has
created. Click the Finish button to finish generating the project.

X

Processor: Microblaze

System clock frequency: 50.000000 MHz
Debug interface: On-Chip HW Debug Module
On Chip Memoary : 16 KB

the editing features of XPS

The address maps below have been automatically assigned. You can modify them using

OPB Bus : OPB_V20 Inst name: mb_opb Attached Components:

Core Name Instance Name Base Addr High Addr

opb_mdm debug_module 0x41400000 Ox4140FFFF
opb_uartite RS232 (x40600000 0x4060FFFF
opb_gpio Push_Buttons_3Bit  0x40000000 0x4000FFFF
opb_gpio DIP_Switches_8Bit  0x40020000 0x4002FFFF

LMB Bus : LMB_V10 Inst name: ilmb Attached Components:

Instance Name
ilmb_cntir

Core Name Base Addr High Addr
Imb_bram_if_cntlr 0x00000000 0x00003FFF

LMB Bus : LMB_V10 Inst name: dimb Attached Components:

Core Name

Imb_bram_if_cntlr

Instance Name Base Addr High Addr
dimb_cntir (00000000 (xD0003FFF
<Back Generate Cancel ‘

Figure 2-11. Base System Builder — System Created Dialog

Embedded Computing and Signal Processing Laboratory — Illinois Institute of Technology
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11

12.

. Once the Base System Builder wizard is closed, you will go back to the Xilinx Platform Studio

IDE with the newly created Test project opening up for you. Depending on your setup, you may
encounter the following popup (figure 2-12) to inform Platform Studio what you want to do next.
Click OK to start using Platform Studio as the default (you may want to check off the checkbox
to stop this popup next time).

The Mext Step E|

Whisk would wou like ko do nexk?

" Cpen addfEdit Cares Dialog to addfEdit Hw components
Configure Drivers and Libraries (SW PlakFarrm)

Drovenload Ehe design ko a board and test the design

370

Edit the test applicabion generated bv BSB

)

Stark Using Platform Studio

'~ Remember my selection 7
and don't show this again [— Ok Cancel

Figure 2-12. The Next Step Screen

The Base System Builder Wizard has created the hardware and software specification files that
define the processor system. In the XPS System tab, look at the hardware processor system
(defined in the system.mhs file and system.pbd file), that BSB created for you, as well as the
UCF constraints (data/system.ucf file) by double-clicking any of those items under Project
Files to open it. The system.mhs file is a text file describing the embedded system whereas the
system.pbd file shows a schematic view of it. Finally the data/system.ucf file shows the FPGA
pin assignments for the devices used in the system. Also when you look at the project directory,
shown in Figure 2-13, you also see the system.mhs and system.mss files.

There are also some directories created.

e data — contains the UCF (user constraints file) for the target board.

e etc — contains system settings for JTAG configuration on the board that is used when
downloading the bit file and the default parameters that are passed to the ISE tools.

e pcores — is empty right now, but is utilized for custom peripherals.

e TestApp_Memory — contains a user application in C code source, for testing the memory in
the system.

Mame Size | Tvpe
|_Today
[)data File Folder
[etc File Folder
|[Cipcores File Folder
| TestApp_Memory File Folder
system.bsh 3KE ESEFile

E1 systern.log 1 KB Text Document
system.mhs FKE MHS File
systerm. mss 2KE M35File
Esystcm.xmp 1 KB #MP Filz
< >

Figure 2-13. Project Directory after Base System Builder completes
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CREATING THE CUSTOM OPB PERIPHERAL USING WIZARD

1. In XPS menu, select Tools — Create/Import Peripheral... to start the wizard as shown in
figure 3-1.

Create and Import Peripheral Wizard

Welcome to the Create and
Import Peripheral Wizard

Thiz wizard will help you create or impait a user perpheral
for uge in processor systems developed using the EDE.

ATTENTION

R efer to the following documents o get a better

understanding of how wser perpherals connect o the

CoreConmect(TM] buses through the IFIF

interconnechon standands.

CoreConnect Specifications

OPE IPIF Specification far slave anly peripherals

OPE IPIF Specification for master/tlave periphesialz %
‘ PLBE IPIF Specification (or slave only penpheraks

PLE IPIF Specification for master/slave peripherals

To contirwe, chck Hext

Hare Infa | Hext » | | Caneel |

Figure 3-1: Create and Import Peripheral Wizard

This wizard is able to create 4 types of CoreConnect compliant peripherals using the
predefined IPIF libraries to reduce development effort and time to market, it may also create
FSL peripherals, which is not covered in this guide. The types of custom peripherals are:

e OPB slave-only peripheral

e OPB master-slave combo peripheral

e PLB slave-only peripheral

e PLB master-slave combo peripheral

e FSL master/slave peripheral
Click on the hyperlinks to open up corresponding data sheets for detail information on what
features are supported, or the More Info button for quick overview.

Embedded Computing and Signal Processing Laboratory — Illinois Institute of Technology 18
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2. Click Next to continue and the Create and Import Peripheral Wizard’s flow selection will
appear (Figure 3-2). This wizard will help you create templates for a new EDK compliant
peripheral or help you import an existing peripheral into an XPS project or EDK repository. For

this project we will create an EDK-compliant peripheral.

Create and Import Peripheral Wizard A

Create/Import User Peripheral
Indicate if vou want to create a new peripheral or impont an existing peripheral.

required by EDK will be generated.

- Select Flow

% (" Import existing peripheral
TS

i® Create templates for a new peripheral

the peripheral.
Inpu'lln}IPS

< Back

Mare Info | Mext » |

This toal will help you create templates for a new EDK compliant peripheral, or help you impoart an
existing petipheral into an ¥PS project or EDK repository. The interface files and directory structures

This toaol will create HOL templates that hawe the EDK compliant
portfparameter interface. You will need to implement the body of

X

e

| Cancel |

Figure 3-2. Create/Import User Peripheral Screen

3. The default selection is Create template for a new peripheral.

Ensure the radio button is on

for this selection, click Next and the Create and Import Peripheral Wizard’s target selection

will appear (Figure 3-3).

Create and Import Peripheral Wizard

Repository or Project
Indicate where youwant to store the new peripheral.

repository the peripheral can be accessed by multiple XPS projects.

(" Toan EDK userrepository (Any directory outside of your EDK installation path)

Repository |

|C:\ec eb97\test,

Project

Peripheral will be placed under:
C\eceb97\test\pcores

More Info | MNext > |

< Back

Anew peripheral can be stored in an EDK repository, orin an XPS project When stored in an EDK

[ o
ﬂ Browse...

‘ Cancel

Figure 3-3. Repository or Project Screen
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4. Make sure the radio button for To an XPS project is selected, and navigate to
c:\ece597\Test\system.xmp. Click Next and the Create Peripheral — Step 1 dialogue will appear
for you to indicate the name of the peripheral (Figure 3-4).

Enter custom_logic_adder in the name field, as shown in Figure 3-4 and click Next.

Create Peripheral - Step 1 §|

Name and Yersion gt
Indicate the name and version of your peripheral. \

Enterthe name of your peripheral. This name will be used as the top HDL design entity.

Name |cust0m_|og\c_adder|

Version: 1.00.a

Major Revision Minor Revision Hardware/Software Compatibility Revision
1 = 0o = =
| = | = 5 =

Logical library name: custom_logic_adder_v1_00_a

AllHDL files (either created by you or generated by this tool) used to implement this peripheral
must be compiled into the logical library named above. Any other logical libraries referred to in
your HDL are assumed to be available in the XPS projectwhere this peripheral is used, orin
EDK repositories indicated in the XPS project settings.

More Info < Back | MNext > | | Cancel |

Figure 3-4. Provide Core Name and Version Number

5. The Create Peripheral — Step 2 dialogue will appear for you to indicate the type of bus
interface to attach to the peripheral (Figure 3-5). This is an OPB peripheral so leave the default
settings and click Next.

Create Peripheral - Step 2 §|
Bus Interfaces % gt
Indicate the bus interfaces supported by wour peripheral. \

To which bus will this peripheral be attached?

@ On-chip Peripheral Bus (OFE)

(" ProcessorLocal Bus (FLE)

NOTE: Other bus interfaces are not supported in this EDK release.

Mare Info < Back | MNext > | | Cancel

Figure 3-5. Select the Bus Interface
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6. In the IPIF Services window (Figure 3-6), you select the IPIF features you want to support in
your peripheral. Table 1 gives descriptions of all the IPIF Service features available. For the
custom_logic_adder, we only need registers for the digit values. Select User Logic S/W
Register Support as shown below and click Next

IPIF Feature

Include Software
Reset & Module
Information registers

Include Burst
Cacheline Transaction
Support

Include DMA
Include FIFO

User-logic interrupt
support

Include Software
Addressable Registers
in user-logic

Include master
support in user-logic

Include Address
Range Support in
user-logic

Create Peripheral - Step 3 R‘

IPIF Services Ty
Indicate the IFIF services required by vour peripheral. \

“our peripheral will be connected o the OPB bus through the OPE IP interface (IPIF) module. Besides
standard functions like address decoding, this module also offers ather commaonly used services.
Using these services may significantly simplify the implementation of vour peripheral

|7 AW Resetand Module Informatian
registar (RST/MIR)
[ Burst Transaction Support

-
—

| UserLogicInterrupt Support

[v UserLogic Si Register Suppont
—

[~ UserLogic Address Range Suppart

sng [ereyduag dup-ug

T P

Mare Info < Back | Ne)dfi Cancel

Figure 3-6. Select IPIF Services

Description

The peripheral has a special write only address. When a specific word is written to this
address, the IPIF generates a reset signal for the peripheral. The peripheral should reset itself
using this signal. This allows individual peripherals to be reset from the software application.

The peripheral has a read-only register that identifies the revision level of the peripheral.

Burst and cacheline transactions allow the bus master to issue a single request that results in
multiple data values being transferred. Support of these transactions requires significant
hardware resources. Presently, the 'fast' burst mode is used.

Cacheline is available for the PLB peripherals only.

The IPIF part of the peripheral has a built in DMA service.
The IPIF part of the peripheral has a built in FIFO service.
The peripheral has an interrupt collection mechanism that manages the interrupts generated

by the user-logic and the IPIF services and generate a single interrupt output line out of the
peripheral.

The user-logic part of the peripheral has registers addressable through software.

This includes the IPIC master interface signals for user logic master operations. It also
includes example HDL for a simple master operation model. This HDL indicates how the
user logic master model operates.

This generates enable signals for each address range. This feature is useful for peripherals
that need to support multiple address ranges, e.g. multiple memory banks.

The distinction between this and other cases is that the enable signals are generated for each
address range of the address space supported by the peripheral, rather than for each
addressable register in the user-logic module.

Table 1. IPIF Service Features Descriptions
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7. We need three registers (one for the Augend, one for the Addend and one for the Sum) and each

register will be 32-bits wide. Select the values as shown in Figure 3-7 and click Next.

Create Peripheral - Step 4 ﬁ‘
User S/W Register e e
Configure the software accessible registers in your peripheral \

The software accessible registers will be implemented in the user-logic module of your peripheral
These registers are addressable on the byte, half-word orword boundaries. The following fields
determine the characteristics of the registers

MNumber of software accessible registers: W il

Data width of each register: 32 -
More Info < Back Mext> ‘ | Cancel

Figure 3-7. Configure Registers

8. The IP Interconnect (IPIC) lets you customize the signals in the interface between the custom

logic and the IPIF (Figure 3-8). The wizard already selected all the IPIC ports that are necessary
to complete the services/supports you choose in previous steps, and typically you don’t need to
change anything here. You’re free to add any extra IPIC ports that you want to use but for this
peripheral the default connections are all that are needed, therefore click Next.

Create Peripheral - Step & El

IP Interconnect (IPIC) T
Sebact the interfacs balween the ogic 1o be implemertad inyour perpheral and
the IFTF.

YYour penpheial 5 cornecled bo fhe bus Ihluugh-:l zukable IPIF module. You p:li;!hurd
irteitenes iothe | PIF tioaph 3 et ol zighels colled the P interconnest (R D] interface. Some
ol the poit are dwaps presert ou can choose i ncude the cther based o the
furctioneliy requited by pour periph=ral

Maber 2 IPIC pore gie achive high

- Port Dezeriphion
I S
OPB or PLB bus S i s
[ Bua2IP_Recat
IPIF 18P Freszs
[ IF2Bus_| rire vent
! [ B 2IP_Addr
PT=er Loni v Bus2IP Drals
SO0 | [w0uoFeE -
el  Beeke Hewl ¢ | Concel

Figure 3-8. IP Interconnect (IPIC)

IPIC stands for IP Interconnect, it’s a simplified interface (protocol) that allow you to hook up
your custom function (user logic) to the corresponding IPIF module and let IPIF worry about the
master/slave attachment and other common functionality (FIFO, DMA). Using IPIC, it’s possible
that your custom function (user logic) can be easily attached to either OPB or PLB bus, and you
only need to take care of a small set of ports, which is easy to understand and manage.

Embedded Computing and Signal Processing Laboratory — Illinois Institute of Technology 22
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9. EDK gives you the option to generate Bus Functional Models (BFM) to help you simulate your
peripherals (Figure 3-9). Click Next to skip the Create Peripheral — Step 6 dialogue since we
will not perform a simulation on the peripheral.

Create Peripheral - Step 6 E‘
(OPTIONAL) Peripheral Simulation Support Catg
Generate optional files for zsimulation uzing Bus Functional Models [BFM). \

The EDF. provides a BFM simulation platform to help you simulate your peripheral. [ndicate if you
want thiz bool ko generate the appropriate HOL and Buz Functional Language (BFL) stimulug file
far the target bus.

[~ Generate BFM simulation platforr

L L (TN MOTE: This fieature requires that pou have
OB Device {sters) accepted the associated IBM license
T agreement and inztalled the BFM toalkit,

The link below shows how:

BFtd T oolkit Installation |nstuctions

More Info < Back Mewt » Cancel
| | | |

Figure 3-9. Generate Bus Functional Models (BFM)

10. For Create Peripheral — Step 7, Check Generate ISE and XST project files to help you
implement the peripheral using XST flow. Check Generate template driver files to help you
implement software interface and click Next (Figure 3-10).

Create Peripheral - Step 7 R|
(OFTIOMAL) Peripheral Implementation Support '«Z’-““"*',;,r
Generate optional files for hardware/software implementation \

Upaon completion, this tool will create synthesizable HOL files thatimplement the IPIF services you
requested. A stub 'user_logic' module will be created. You will need to complete the implementation of
this module using standard HDL design flows. The tool will also generate EDK interface files
(mpd/paoc) for the synthesizable templates, so that you can hook up the generated peripheral to a
processor system.

MNOTE: Should the peripheral interface (ports/parameters) or

Peripheral (VHDL) file list change, you will need to regenerate the EDK interface
| files using the import functionality of this tool.
IPIF (VHDL) ; ; v - P
| T— [ Generate stub 'user_logic' template in Verilog:
instead of VHDL.
' User Logic [+ Generate ISE and XST projectfiles to help you
M'IDM implement the peripheral using XST flow.

[+ Generate template driver files to help you implement
software interface.

More Info < Back | Mext = | | Cancel

Figure 3-10. Select Design Flow
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e |t is recommended that you always generate these ISE/XST project files, as they will greatly
reduce your effort when you use Xilinx tools to implement your peripheral. This will be
demonstrated in a later step.

e This wizard will create a driver template (including the directory structure and interface files, as
well as a self test function) under your project if this feature is selected as indicated above, it will
help you to get started on your software interface implementation of your custom peripheral
hardware.

e |t is possible to generate the user-logic template in Verilog instead of VHDL, which makes your
peripheral a mixed language design since the peripheral top template is always in VHDL. EDK
tools support mixed language designs by using the default-binding rule.

11. This completes the Peripheral template generation (Figure 3-11) and click Finish.

Create and Import Peripheral Wizard

Congratulations!

When you click Finish, HDL files representing your peripheral will
be generated. You will have to implement the functionality of your
peripheral in the stub 'user_logic' template file.

IMPORTANT: fyou make any changes to the generated port
and parameter interfaces, or add new files you will need to
regenerate the EDK interface files by using this tool in the Import
maode.

Thank you for using Create and Import ~
Peripheral Wizard!

Peripheral summary

top name : custom logic adder
wversion : 1.00.a

More Info ............ <§ac|-( ............. ‘ ‘ lml Cancel

Figure 3-11. Template Complete
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12. Use Windows Explorer to browse to your project directory and ensure that the following

structure has been created by the Importing Peripheral Wizard (Figure 3-12).

Test

v

pcores

'

custom logic adder
|
v v y

data hdl devl

Figure 3-12. Structure Created by the Importing Peripheral Wizard

The following is a description of the files located in each directory:

HDL source file(s)

c:\ece597\Test\pcores\custom_logic_adder v1 00_a\hdl
e vhdl/custom_logic_adder.vhd

This is the template file for your peripheral's top design entity. It configures and instantiates the
corresponding IPIF unit in the way you indicated in the wizard GUI and hooks it up to the stub
user logic where the actual functionalities should get implemented. You are not expected to
modify this template file except certain marked places for adding user specific generics and
ports.

e vhdl/user_logic.vhd
This is the template file for the stub user logic design entity, either in VHDL or Verilog, where

the actual functionalities should get implemented. Some sample code snippet may be provided
for demonstration purpose.
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XPS interface file(s)

c:\ece597\Test \pcores\custom_logic_adder_v1 00 a\data
e custom_ip v2 1 0.mpd

This Microprocessor Peripheral Description file contains information of the interface of your
peripheral, so that other EDK tools can recognize your peripheral.

e custom_ip_v2_1 0.pao

This Peripheral Analysis Order file defines the analysis order of all the HDL source files that are
used to compile your peripheral.

Note: The ipwiz.log is the importing peripheral wizard log file

13.

Driver source file(s)

c:\ece597\Test\drivers\custom_logic_adder_v1_00_a\src:

e custom_logic_adder.h

This is the software driver header template file, which contains address offset of software
addressable registers in your peripheral, as well as some common masks and simple register
access macros or function declaration.

e custom_logic_adder.c

This is the software driver source template file, to define all applicable driver functions.

e custom_logic_adder_selftest.c

This is the software driver self test example file, which contain self-test example code to test
various hardware features of your peripheral.

o Makefile
This is the software driver makefile to compile drivers.

Next the new custom peripheral must be added to your embedded system, which will be
discussed in the next section.
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Adding and Customizing the Peripheral to the System

1. In XPS, click Project - Add/Edit Cores.. (dialog). This will open the Add/Edit Hardware
Platform Specifications dialog box, as shown in Figure 4-1, used to modify an existing design.

Periphersls | Bus Connecions | Addresses | Ports | P |
Cells with white backgrounds can be edited. To delete @® ShowAll Companent Filter
peripherals, choose one or more rows and click Delete. Processor & £

Perpheral HW Ver | nstance ; ‘P:J;v;;: Oj;‘y c ©
microblaze 4.00.a j microblaze_0 ~ EifierProsessor cC c
opb_mdm 2.00.3 ﬂ debug_module - 7 7
Imb_bram_if_cntlr | 1.00.b dimb_cntlr ~ DCR ( OPB c e
Imb_bram_if_cntlr | 1.00.b imb_cntir " FSL ¢ pLB c e
bram_block 1.00.3 Imb_bram CEMBY e © ©
opb_uartite 1.00.b RS232 ~ ocMm

opb_gpio 3.01.b ﬂ Push_Buttons_3Bit biamiblock =
opb_gpio 3.01.b ﬂ DIP_Switches_8Bit chlpszupe,lcun

custom_logic_a... [1.00.a custom_logic_adder_0 cmBswEe:Ic‘,Zbea

chipscope_plb_iba
chipscope_vio
clock_module_ref

custom_logic_adder

dem_module

der_inte
<<Add dsbram_if_cntlr

fcb2fsl_bridge

fit_timer
isbram_if_cnilr
Delete => @ itagppe_ntr
Imb_bram_if_cntir
mch_opb_sdram
microblaze
mii_to_rmii
opb2dcr_bridge
opb2plb_bridge
opb_arbiter
opb_atme
opb_bram_if_cntlr
opb_central_dma
opb_ddr
opb_deltasigma_adc
opb deltasiama dac

[ o« | cancel | Apply ‘ Help
Figure 4-1. Add/Edit Hardware Platform Specifications Dialog

2. In the Peripherals tab, select custom_logic_adder from the available IPs list, and click ADD to
add the peripheral to the system. See Figure 4-1.

Click << Add to add the custom_logic_adder peripheral to the project. The instance name for
custom_logic_adder peripheral can be changed by clicking in the Instance name field.

3. Select the Bus Connections tab., click in the box next to custom_logic_adder_sopb, as shown
in Figure 4-2, to connect the custom_logic_adder peripheral to the OPB Bus. A connection is
made once the “s” is displayed in the box. “s” indicates a slave device, “m” indicates a master
device, “bm” indicates a bus monitor. ChipScope Pro cores are an example of a bus monitor.
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Peripherals Bus Connections | Addresses | Ports | Parameters |

Click on squares to make master, slave or master-siave (M. S, MS) connections. Choose one or mare buses (use Shift or Ctrl). Click Add
Right click on any bus instance (column header) for a context menu
der_v29 v1_00_a -
}‘4 4 dsoem_v10_v1_D0_b =
S dsocm_v10_v2_00_a

microblaze_0 dimb H << Add EF;\%D;\;LD%DEa L
microblaze_0 imb H fsl_v20_v2_00_a

isocm_v10_v1_00_b
microblaze_0 dapb H isocm_v10_v1 00 | 9

microblaze_0 ioph H Choose the BRAM portta connectto the controller port

Give a name to the connection.

debug_module soph
debug_module sfslD Cntlr Port | BRAM Port | Connector

debug_module mfsi0 dimb_cntir bram_port Imb_bram PORTB LJ dimb_port
T arG imb_cntlr bram_port Imb_bram PORTA LJ imb_port

iImb_cntlr simbs s
RS232 soph
Push_Butions_3Bit saph

DIP_Switches_8Eit sopb

<

3

custom_logic_adder_0 soph

Other Transparent bus (peintto point) connections

Source \ Destination \ ‘Connec...

[ ok | caca | appy Help
Figure 4-2. Assign the custom_logic_adder_0 Instance

4. Select the Addresses tab to define an address for the newly added custom_logic_adder
peripheral. The address can be assigned by entering the Base Address or the tool can assign an
address. For the purpose of this tutorial, the tool will be used to assign an address (Figure 4-3).

Click Generate Addresses. Click Yes in the Information dialog. Once it successfully generated
the address map click Ok.

Add/Edit Hardware Platform Specifications

| B¢ dd | Ports

Agsign Address ranges for all penpherals and bus arbiters Press F1 for more informason

| Instance |Prefi  |BaseAddress  |HghAddress [Sue Min Sze Infoy/Errat |L.|IC.|DCache
mb_opb UNSPECIFED = | ox200 =

| debug_mocdule | | ex41400000 41400 B4KE =] ox100 r

| dmb_cnty | | axno000000 D003 1648 = | owaon r

| imib_cntr | | ox00000000 U003 16K8 | owmo0 -

| Rs232 | | axanen0000 ax4060MT 64 K8 =l ox100 |—

| i\lﬂl‘ .Bufm 3o | | Qx SO000000 4000 64 KB LJ o200 |—

| DIP. ‘_'Mm:hcs. 568 | | (x 20020000 D400 2T 64 KB ‘d 200 |—

[astom oge sader0 | R T - I

Generate for paripl do not have lock Genarate Addresses

aK | Cancel | Apphy | Halp |

Figure 4-3. Generate Addresses for the New custom_logic_adder Peripheral
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Add/Edit Hardware Platform Specifications BJ
F’enphsra\s] Bus Connections ] Addresses Ports IParamEtevsl
o . [~ Show ports with default connections
Ports Filter.
Port Name Net Name |Po|... ‘Range |CL355 ‘Sen... | |custum ﬂ
fpga_0_RS232_RX_pin fpga_0_RS23... |IN Listof Ports. Click Add to add ports
fpga_0_RS232_TX_pin fpga_0_RS23... OUT

fpga_0_Push_Buttons_3Bit_GPIO_in_pin fpga_0_Push... |IN [0:2]
fpga_0_DIP_Switches_8Bit_GPIO_in_pin fpga_0_DIP_... |IN [0:7]

microblaze_0

debug_module
sys_ck_pin sys_ck_s N CLK Delete T
dimb_cntlr
S_rst. g N B o Ve
sys_rst_pin Sys_rst_s Add Port
ilmb_cntlr
Imb_bram
RS232
Internal Ports Connections O e
Push_Buttons_3Bit
Instance Port Name Net Name Pola... | Range Class ~ T A s
RS232 ™ fpga_0_RS232_TX ~lo DI Ssiches |
Push_Buttons 38t | OPB_Ck sys_ck_s ~h ok it e
Push_Buttons_3Bit GPIO_in fpga_0_Push_Buttons_3Bit_GPIO_in LJ T [0:(C_GPL.. L.Vw.&.w““,w“
DIP_Switches_8Bit opPB_Clk sys_ck_s LJ 1 Clk mb_opb
DIP_Switches_8Bit GPIO_in fpga_0_DIP_Switches_8Bit_GPIO_in ~|1 [0:(C_GPL.. Eh:':ke | fimb
mal
mb_opb SYS_Rst Sys_rst_s ~|1 PP
dimb
mb_opb OPB_Ck sys_clk_s LJ I CLK Rk
imb SYS_Rst sys_rst_s LJ 1
imb LMB_Ck sys_ck_s ~1 foTs Dokt
dimb SYS_Rst sys_rst_s j 1
dimb LMB_Clk sys_ck_s LJ 1 CLK Connect
custom o acder o (S T - T
v

< 3>

[ ok | ccanca |  mopy | Help
Figure 4-4. Declaring New External/Internal Ports in the System

5. Inthe Ports tab, type custom_logic_adder (or enough of its name to filter it out) in the Ports
Filter located on the right side of the window. Select the following port OPB_CLK under
custom_logic_adder_0 and click the << Add button. See Figure 4-4.

The ports for the custom_logic_adder_0 instance need to be adjusted by changing the net name
connected to the OPB_CLK port to sys_clk_s and leave it as internal. The net name for the
main clock is changed to sys_clk_s because this is the net name the XPS tool gave it.

Click the OK button to accept the settings and close the dialog window.
Note: No additional ports from the new custom peripheral will be going external of the FPGA, so

nothing else will be made external. But notice the push buttons and dip switches were
declared external from you made the system initial.
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6. Now that the template has been created by XPS, the user_logic.vhd file must be modified to
incorporate the custom IP functionality. Open user_logic.vhd by double clicking on it after
expanding custom_logic_adder_0 fully (showing all levels) in the System screen. See Figure 4-
5 (Notice that custom_logic_adder_0 is fully expanded which gives access to the vhdl code).

.l iliny Platform Studio - C:\eceS9T\test\system.xmp - [C:\eceS3T test\pcoresicustom_logic_adder_y1_00_a\hdiwhdhuser_logic.vhd] [==]
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o 1 = . e S e B P
sle|s| lole| e n] mln| el mie] slwin] o] = ol D e

I

g l(byte_indessB Lo byLo_indexsB+7) <= Bus2IP_Data(bylo_nduz*B to byle_loouze8+7): &

e |

Fight Cack for Opvans win
E 5 0 te (C_IWIDTH-8)-1 leop

{byte_index) = “1° ) then
#%6 1o bytu_indexsBeT
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end process SLAVE_REG_READ_PROC:

adder_PROD ! process(slv_regl. slv_regl) is
begin
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= g0{1) = _regl(i) zor s[i+l):
2o [2lv_regl{i) and sl¥_regl(i)) or (slv_reg0{i) and c(i+1)) or {slv_regl(i) and e(i+1)):

MEB 0

x|~ FEREEREEREREREERRRERREREEEE

TestApp . W Clecessl.

Ready

Figure 4-5. Expanding custom_logic_adder_0 to Open user_logic.vhd

Currently the code provides an example of reading and writing to three 32-bit registers. For the
purpose of this tutorial, this code will be modified slightly to create the custom 32-bit adder
peripheral.

Add the following vhdl code to user_logic.vhd file.
First, place the code in Table 2 after the last signal used for the “Signals for user logic slave

model s/w accessible register example” which should be at approximately line 144. This is
declaring signals to be used in the custom 32-bit adder circuit.

signal sum - std_logic_vector(0 to C_ DWIDTH-1);
signal ¢ - std_logic_vector(0 to 32);

Table 2. First vhdl Code to Add to user_logic.vhd file

Second, add the signal sum to the SLAVE_REG_READ_PROC : process list () and change the
signal slv_reg2 to sum, in which both are shown in Table 3 (Notice them blinking). This will
the user to read the sum by reading the third register located at the base address of
custom_logic_adder + 0x2 (hex value). This should start at approximately line 211.
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SLAVE_REG_READ_PROC : process( slv_reg_read_select, slv_reg0, slv_reg1, slv_reg2, sum) is
begin
case slv_reg_read_select is
when "100" => slv_ip2bus_data <= slv_reg0;
when "010" =>slv_ip2bus_data <=slv_regl;
when "001" => slv_ip2bus_data <= sum;
when others => slv_ip2bus_data <= (others =>"'0");
end case;
end process SLAVE_REG_READ_PROC;

Table 3. Second vhdl Code to Add to user_logic.vhd file

Finally, all the vhdl code in Table 4 is needed to create the custom adder peripheral, a 32-bit ripple
carry adder circuit that needs to be placed after the end process SLAVE_REG_READ_PROC;
code in Table 3.. This is implemented in a process that will execute every time that the value of
slv_reg0 or slv_regl or if both of them change. The 32-bit ripple carry adder circuit is implemented
using a for loop instead of a vhdl port map method because of the fact of not being able to get the
vhdl port map method to work with EDK.

adder_PROC : process(slv_reg0, slv_regl) is

begin
c(32) <=0, -- Let ¢(32) = cin of the first LSB full adder
-- Create 32 full adder using a for loop
for i in 31 downto O loop

sum(i) <=slv_regO(i) xor slv_regl(i) xor c(i+1);
c(i) <= (slv_regO0(i) and slv_reg1(i)) or (slv_reg0(i) and c(i+1)) or (slv_reg1(i) and c(i+1));

end loop;
end process adder_PROC,;

Table 4. Last vhdl Code to Add to user_logic.vhd file

Save the changes and close user_logic.vhd. Nothing has to be done to custom_logic_adder.vhd
because no signals are coming in internally from outside the FPGA and no internal signals are going
external of the FPGA. If any of these conditions were true, it must be declared in
custom_logic_adder.vhd.
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MODIFY APPLICATION CODE, XFLOW AND PROGRAMING HARDWARE
1.

In XPS, click the Applications tab and expand Sources. This show a file called
TestApp_Memory.c, which is the sample test application code written in C language by XPS.
See figure 5.1.

d Xilinx Platform Studio - C:\ece597\test\system.xmp - [TestApp_Memory]
M P por yew Proect Took optons Wndow Hep

o T R e 2T

tonLogicPrr:
2 datal.dataZ.result:

eala et Tastapp_MemandeecTestapn_Mamoey_ LinkSer
£

SusT-bin‘make -f system.make program: ewit:” Started
pp Nemory © =0 Testipp Memory exscutsble elf -
‘estipp_Hemory-src-TestApp_Hemory_LinkSer -g  -I.-microblesze_0-includes -L.-micrcblaze_0-1ibs

Figure 5-1: Opening Sample Test Application Code File - TestApp_Memory.c

2.

Double click on TestApp_Memory.c to open it. Modify the main program as shown in Table 5.
Save the changes after done.
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int main (void) {
Xuint32 *customLogicPtr;
Xuint32 data,datal,data2,result;
int a = OXFFFFFFFF, b = 0x00000001, ¢ = 0x12345678, i=0;
print("-- Entering main() --\r\n\n");
/I do MicroBlaze addition and display on RS232 terminal
print("Software\r\n");
c=a+b;
xil_printf("%d + %d = %d \r\n", a,b,c);
xil_printf("%x + %x = %x \r\n\n", a,b,c);
customLogicPtr = (Xuint32 *)XPAR_CUSTOM_LOGIC_ADDER_0_BASEADDR,;

[l write values to software addressable register 0 and register 1
*(customLogicPtr) = a; Il send OXFFFFFFFF to register 0 of custom logic
*(customLogicPtr + 0x1) = b; // send 0x00000001 to register 1 of custom logic

¢ = a; // assign new value to ¢ (c = OXFFFFFFFF) to make sure custom logic produces a new result

/I read values from software addressable register 2 (the result of custom logic adder) and
/[display on RS232 terminal

¢ = *(customLogicPtr + 0x2);

print("Custom Logic\r\n");

xil_printf("%d + %d = %d \r\n", a,b,c);

xil_printf("%x + %x = %x \r\n\n", a,b,c);

do
{ / read a new 8-bit values from dip switches and signal to accept the new number for addition with the 3 push buttons
do{
data = ReadFromGPInput(XPAR_PUSH_BUTTONS_3BIT_BASEADDR);
datal = ReadFromGPInput(XPAR_DIP_SWITCHES 8BIT_BASEADDR);
Jwhile(data == 0);
xil_printf("Data read from Push_Buttons_3Bit: 0x%x\r\n", data);
xil_printf("Data read from DIP_Switches_8Bit: 0x%x\r\n", datal);
/l'loop for delay for time to release switch and debounce
for(i=0; i <= OX1FFFFFFF;i++) { ; }
/I read another new 8-bit values from dip switches and signal to accept the new number for addition with the 3 push buttons
do{
data = ReadFromGPInput(XPAR_PUSH BUTTONS 3BIT_BASEADDR);
data2 = ReadFromGPInput(XPAR_DIP_SWITCHES 8BIT_BASEADDR);
}while(data == 0);
xil_printf("Data read from Push_Buttons_3Bit: 0x%x\r\n", data);
xil_printf("Data read from DIP_Switches_8Bit: 0x%x\r\n", data2);

/Il use custom logic to add the two numbers and display on RS232 terminal
result = datal + data2;
print("Custom Logic with User Input\r\n™);
xil_printf("%d + %d = %d \r\n", datal,data2,result);
xil_printf("%x + %x = %x \r\n\n", datal,data2,result);
/l'loop for delay for time to release switch and debounce
for(i=0; i <= OX1FFFFFFF;i++) { ; }
}while(1);  // continues for ever to get user input
print("'-- Exiting main() --\r\n\n\n");
return O;

Table 5. Main Program to Modify to Test Custom Logic
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Program Notes:

The main program does an addition with MicroBlaze’s adder circuit first and displays the result
(in decimal and hex) to the RS232 terminal via the UART placed in the embedded system. Next,
the custom logic (32-bit adder) is tested by using the declared pointer, *customLogicPtr. The
pointer, customLogicPtr gets the base address of the custom logic with this command:

customLogicPtr = (Xuint32 *)XPAR_CUSTOM_LOGIC_ADDER_0_BASEADDR;

Then both numbers to be added are sent over the OPB bus to register 0 and register 1 of the
custom logic circuit by the following commands:

*(customLogicPtr) = a; /I send OXFFFFFFFF to register 0 of custom logic
*(customLogicPtr + 0x1) = b; /I send 0x00000001 to register 1 of custom logic

The result is read from register 2 of the custom logic circuit by the command:
¢ = *(customLogicPtr + 0x2);

The result (in decimal and hex) obtained from the custom logic is then displayed on the RS232
terminal. The program then waits for a user to input two 8-bit numbers via the 8 dip switches
(only one 8-bit number is entered at a time) and the user will signal via the three push-buttons
(any value except zero) to get the new 8-bit number. When two numbers are inputted by the
user, the custom logic adder adds the user inputted numbers and displaying the results. It repeats
this process forever until the power is turned off or until the FPGA is forced into reset.

Additional Notes:

e The header file, “xparameters.h” holds important parameters for each device in your
embedded system. These parameters are needed by your application code software, written
in C/C++ language, to be able to communicate with the devices in your embedded system.
For example, the following command used in the main program gets the parameter of the
base address of custom logic from this header file.

customLogicPtr = (Xuint32 *)XPAR_CUSTOM_LOGIC_ADDER_0 BASEADDR;

e The header file, “xgpio_Il.h” contains identifiers and low-level driver function that are used
to access the devices in your embedded system. It is used inside the ReadFromGPInput()
function to get the values from the 8 dip switches and 3 push buttons by using this Xilinx
built-in general purpose input/output function of XGpio_mGetDataReg(Base Address of
Device, Channel 1). The channel can be either channel 1 or 2 (possible to have two 32-bit
OPB busses).

o “Xuint32” is used to declare variable types that are a 32-bit unsigned integers.

e The 1/O function commands of “print()” and “xil_printf()” are used in the program instead
of “printf()” because they have been optimized for embedded systems with limited memory
by being much smaller in code size. The only exception is that the “print()” function only
outputs a string with no interpretation on the string passed. For example, a “\n” passed is
interpreted as a new line character and not as a carriage return and a new line as in the case of
the ANSI C “printf()” function. The “xil_printf()” function does not support printing
floating point numbers and printing 64-bit numbers.
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. Connect the included programming cable to the PC parallel port and the Spartan3 Starter Board
(Figure 5-2). Connect a serial cable between the PC and the DB-9 connector on the board.
Attach the included power supply to the board.

A1 Expansion Connector A2 Expansion Connector
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Figure 5-2: Spartan3 Starter Board

. Open a HyperTerminal session by clicking Start - Programs — Accessories —
Communications — HyperTerminal from the Main Windows Start Menu of your computer.

Within HyperTerminal, select the COM port that you connected the serial cable to and set it with
the baud rate set to 9600 with flow control set to none.

In XPS, click the Options — Project Options — Hierarchy and Flow tab.

Select XPS(XFLOW) flow and click OK to accept the settings.

. Click Tools - Download implement the design. This will start XFLOW which will compile the
software, run synthesis and verification on the vhdl code, generate netlists, merge the Hardware
and Software images, any other necessary operations for implementation and finally download
the merged bit file to hardware.

Observe the implementation process in the console window as it progresses. Once its done,
(assuming no errors found — ignore the warnings) it will program the hardware.

Note: This will take several minutes (~ 5 to 30 minutes) depending on the speed of your
computer, amount of ram memory available on the computer, and if any additional items
are included in your embedded system (multiple MicroBlaze processors, additional
peripherals and etc..) that needed to processed by XFLOW.

. After the board is programmed, you will see a message on the terminal window showing the
results of the two adder circuits used in the C program application code (Figure 5-3).
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Figure 5-3: Output on HyperTerminal Screen

The terminal window shows an example of the results obtained (in decimal and hex) using
MicroBlaze’s adder circuit and the custom logic adder peripheral created. The terminal window
shows an example of two 8-bit numbers entered via the 8 dip switches and what the user pressed
to signal to get the new 8-bit numbers via the three push-buttons (any value except zero). Finally
the terminal window shows the result of adding the user-inputted numbers with the custom logic
adder. This process repeats forever until the power is turned off or until the FPGA is forced into
reset.

Note: The program does not output any messages asking the user for any numbers to input.

8. Turn off the power when done

Conclusion

The Base System Builder (BSB) can be used in XPS to create an embedded microprocessor
project with the EDK tools. Several files, including an MHS file representing the processor system
and a PBD file representing the schematic view, are created. The Import Peripheral Wizard can be
used to integrate your user peripheral into an existing processor system. The wizard creates the
necessary directory structure and adds the necessary files (MPD, PAQO) to the project directory.
After the peripheral is imported, you can use the peripheral in the design by using the XPS flows
process. The Xilinx generated a simple software application can be modified to access your custom
IP peripheral as needed and verified by generating and downloading the bit file into actual hardware.
One thing to note about this tutorial is that it only shows one method of many possible ways to build
a system and to add a custom peripheral using the EDK tools.
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